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Automated Test Transfer across Android Apps using Large
Language Models
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SAM MALEK, University of California at Irvine, USA

The pervasiveness of mobile apps in everyday life necessitates robust testing strategies to ensure quality and
efficiency, especially through end-to-end usage-based tests for mobile apps’ user interfaces (Uls). However,
manually creating and maintaining such tests can be costly for developers. Since many apps share similar
functionalities beneath diverse Uls, previous works have shown the possibility of transferring UI tests across
different apps within the same domain, thereby eliminating the need for writing the tests manually. However,
these methods have struggled to accommodate real-world variations, often facing limitations in scenarios
where source and target apps are not very similar or fail to accurately transfer test oracles. This paper
introduces an innovative technique, LLMIGRATE, which leverages Large Language Models (LLMs) to efficiently
transfer usage-based UI tests across mobile apps. Our experimental evaluation shows LLMIGRATE can achieve
a 97.5% success rate in automated test transfer, reducing the manual effort required to write tests from scratch
by 91.1%. This represents an improvement of 9.1% in success rate and 38.2% in effort reduction compared to
the best-performing prior technique, setting a new benchmark for automated test transfer.

CCS Concepts: » Software and its engineering — Software notations and tools.
Additional Key Words and Phrases: Mobile UI testing, Large language models, Test transfer
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1 Introduction

Testing mobile apps’ user interfaces (Uls) is crucial and ensures a seamless user experience across
different devices and platforms. Manually testing mobile UlIs requires significant time and effort
and is prone to human error. Many approaches have been proposed in recent years to address these
issues and automate the testing process [23-25, 31, 35, 36, 39, 43, 44, 46, 49, 54, 55, 57, 61, 64, 70—
72,75,81, 82, 86, 88,92, 95, 96]. Many of these automated testing approaches focus on crash detection
or maximizing certain criterion such as activity coverage [35, 39, 72, 77, 81, 88]. However, recent
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studies [42, 53, 62] have indicated that developers prefer Ul tests that target specific functionalities
of an app. For instance, in a shopping app, the tester wants to ensure that a user is able to successfully
register, search for a product, and add the product to the shopping cart.

Test Transfer—also known as Test Migration —is a solution proposed in recent years for automati-
cally creating new usage-based tests for a mobile app by using already existing tests from a similar
app [28, 59]. The concept of test transfer is based on the idea that apps within a specific domain,
such as shopping, mail clients, or web browsers, despite potential differences in appearance and
the way they are programmed, share very similar functionalities. Therefore, it is possible to use the
already existing usage-based tests from one app to automatically create tests that exercise analogous
functionalities in another app within the same domain. For instance, use a test for validating the
login functionality in Geek , a shopping app, to automatically create tests for validating the login
functionality in other popular shopping apps such as Yelp or Zalando [5].

The existing test transfer solutions can be divided into two categories: (1) similarity-based
approaches, which focus on matching events between the source and target apps using a distance
metric [26, 27, 52, 58, 65, 66, 74, 76], and (2) classification approaches that define the test transfer
problem as a classification task [44].

The similarity-based techniques have demonstrated high effectiveness in cases where the source
and target apps are very similar. However, these approaches face significant limitations in more
complex cases, especially where a straightforward one-to-one correspondence between the event
sequences representing specific functionalities in the source and target apps does not exist [66, 102].
This limitation is mainly due to the fact that these approaches focus on directly mapping events
between the source and target apps. As a result, they encounter limitations in adapting to cases
where such direct mappings do not exist, which is often the case in real-world apps.

The only existing machine learning-based method, AppFlow [44], has shown to be dependent on
the categories of apps that are used for its training, hampering its generalizability. This technique
also requires considerable manual effort to adapt to a new app category, further limiting its
usefulness.

Recent advances in Al have led to the development of Large Language Models (LLMs), which
have shown significant promise in automating various software engineering tasks such as code
generation [63], code summarization [22], and software testing [89]. These models, trained on a large
amount of data, are capable of accurately understanding the semantics of user interfaces, including
screens and widgets [68]. Intrigued by these results, we set out to investigate the degree to which
the rich semantics embedded in LLMs can be applied to advance the state-of-the-art in test transfer.

This paper proposes LLMIGRATE, the first approach to employ multimodal LLMs for transferring
Ul tests across mobile apps, offering an end-to-end solution without requiring access to the app’s
source code. The proposed technique relies solely on dynamic analysis of the app, as static analysis
typically makes the approach less practical for use with proprietary apps for which the source code
is not available. This approach takes the binaries of two apps—the source and target apps—along
with a Ul test originally created for the source app as its inputs and generates a corresponding test
that targets the same functionality in the target app.

LLMIGRATE'’s transfer process consists of two main steps: (1) Source Abstraction, and (2) Test
Migration. In the source abstraction phase, the source test is converted to a version represented in
natural language, which we call the Abstract Source Test. This is achieved by executing the source
test on the source app to extract the required features and consulting with the LLM to understand
the semantics of the source test. During the second step, test migration, the abstract source test
in natural language, which was generated in the first phase, is adapted to the target app. This is
achieved by dynamically exploring the target app, extracting features at each step, and selecting
the optimal actions with the help of LLM.
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Fig. 1. Registration test in DODuae [1].
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Fig. 2. Registration test in Zalando [5].

We evaluated LLMIGRATE by applying it to transfer Ul tests for apps in five different app categories.
In each category, tests were transferred across different apps, resulting in a total of 120 transfers.
Both the tests and the apps are reused from the dataset introduced by CRAFTDROID [58]. The
transfer outcomes are evaluated based on the precision, recall, reduction, and success rate metrics,
and the results were compared to those obtained from the existing techniques evaluated on the
same benchmark [58, 66, 97]. LLMIGRATE achieved a 97.5% success rate, reducing the manual effort
required to write tests from scratch by 91.1%. This represents an improvement of 9.1% in success
rate and 38.2% in effort reduction compared to the best-performing technique previously evaluated
on the CRAFTDROID benchmark. Notably, LLMIGRATE attains these gains with an average transfer
time of 247 seconds, surpassing the efficiency of prior methods.

2 Background and Terminology

Figure 1 depicts the required steps to register a new user on DODuae, a popular shopping app,
while Figure 2 demonstrates the same on Zalando, another widely used shopping app. As outlined
in Section 1, the core concept of test transfer is to leverage an existing test from one app, such as
DODuae, to automatically generate a test that targets the same functionality in another app, in this
specific example, Zalando. We use this example to introduce the concepts relevant to our approach.
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Fig. 3. LLMIGRATE’s approach overview.

The source app is the app for which an existing UI test is available—in this case, DODuae. This
test, called source test (e.g., the registration test on DODuae), will be transferred to the target app,
an app in the same domain as the source app, which in this example is Zalando. The resulting test
after the transfer, which is the final outcome of the transfer technique, is termed the target test (e.g.,
the registration test on Zalando). To evaluate the effectiveness of our approach, we compare the
target test against a manually created test for the target app, referred to as the ground truth test.
This ground truth test mirrors the same functionality as the source test and serves as an oracle for
measuring the performance of our test transfer technique.

A UI test is structured as a sequence of events. The events can be classified into three categories:
UI events, system events, and oracle events. Ul events represent a user’s actions in the app to interact
with its user interface, such as taps, swipes, and text inputs. System events are generated by the
underlying operating system, such as pressing the back button on Android devices. Oracles, also
known as assertions in the relevant literature, are responsible for verifying the expected outcomes
at various stages of a test. An oracle in the context of UI testing can be defined as a predicate
function F : (w,c) — {True, False}, where w represents a widget of the app, and c is a condition
to be evaluated pertaining to w. The function yields True if the widget w fulfills the criterion c;
otherwise, the outcome is False resulting in the failure of the assertion.

We represent events in all of these categories as a triple (action, event_type, widget). Here, the
action denotes the type of action, such as click, as well as any necessary auxiliary inputs, such as the
text input for keyboard events. The event_type can either be "gui”, "oracle” or "system", specifying
the nature of event. The widget denotes a target Ul element in terms of its attributes. Some events
may not be dependent on a specific widget, such as back or scroll, or may not require any auxiliary
input.

3 Approach

Figure 3 shows a high-level overview of LLMIGRATE. It takes three primary inputs: 1) a source test,
2) the binary of the source app, and 3) the binary of the target app. Its output is the target test.
As shown in Figure 3, LLMIGRATE’s approach involves two main phases: 1) Source Abstraction,
in which the source test is translated to a natural language representation called the abstract source
test, and 2) Test Migration, in which the core functionality of transferring the test to the target app
happens by analyzing and understanding the semantics of the target app’s UL In the following sub-
sections, we will discuss these phases in more detail, and the components involved in each of them.

3.1 Source Abstraction

During the source abstraction phase, the source test, which is dependent on a specific application,
programming language, platform, and testing framework, is translated to an internal representation
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called the abstract source test. This internal representation describes the source test in natural
language and is independent of any testing framework and programming language. Also, since it is in
the form of natural language, the abstract test is easily readable and comprehensible by both humans
and LLMs. The translation is performed in two steps: 1) Test Augmentation, and 2) Abstraction.

3.1.1 Test Augmentation. The purpose of this step is two-fold. First, it aims to make the test
independent of any specific programming language and testing framework. Second, it collects all
the useful attributes from the elements that are interacted with in the source test, which might not
necessarily be available in the test but can be helpful in understanding its semantics.

In order to achieve this, the source test is executed on a device running the source app event by
event. This involves our Test Augmentor component communicating with the source app by utilizing
the Appium testing framework [33]. After the execution of each of the events, this component
extracts the Ul layout hierarchy of the source app. This layout hierarchy is in the form of an XML
tree and represents the Ul elements in the current state of the source app. The Test Augmentor
then locates the specific widget interacted with during that particular step by analyzing the XML
hierarchy, using its locator, such as resource-id. The additional useful textual attributes are then
captured from the layout hierarchy for the located widget, such as content-desc, text, or class.

Once this information is collected, each event is represented as a triple (action, event_type,
widget), as mentioned in Section 2. The final augmented test is a sequence of these events, which
is independent of any specific programming language or testing framework. Figure 4 provides
examples of GUI and oracle events after the augmentation process.

We support a limited set of Ul interactions and primarily focus on two conditions for oracles: (1)
the presence of an element, and (2) the invisibility of an element. The set of UI events and oracles
supported in our work is consistent with those in the prior test transfer literature [58, 65, 66, 97].
Our augmentation module is available publicly on the project repository [17].

{ {
"action": ["send_keys", "56.6"], "action": ["wait_until_element_presence", 10],
"event_type": "gui", "event_type": "oracle",
"class": "android.widget.EditText", "class": "android.widget.EditText",
"resource-id": "anti.tip:id/bill", "resource-id": "anti.tip:id/total",
"text": "0.00" "text": "65.09"

¥ }

action | event_type widget

Fig. 4. Examples of GUI and oracle events after the test augmentation step.

3.1.2  Abstraction. In this step, the augmented test, the output of the previous step, is translated
to a representation in natural language, called the Abstract Source Test, which serves as a short,
one-paragraph summary of the source test that describes each of its Ul and oracle events.

To achieve this, we use the LLM Agent module, which is responsible for creating prompts and
communicating with the off-the-shelf LLMs. To create the prompts for each of the tasks in our
approach that require communication with LLM, we have manually created a prompt template
that includes the task definition and the necessary structure to introduce each of the input features.
This prompt template definition is a one-time manual effort needed for each task, such as test
abstraction. Once the template is defined, for every query instance, the LLM Agent integrates the
variable input features into the prompt template.

The utilized off-the-shelf LLM accepts two types of prompts: 1) system prompt, which is a
general prompt that familiarizes the agent with the task and provides a general context, and 2) user
prompt, which is task-specific. Prompt 1 represents the user prompt template for the abstraction
task, defining the requirements for the abstract test. This includes specifications such as its length
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and the information it should include. Note that, in all of the prompts demonstrated throughout the
paper, the text presented in color green, represents the variable input features that are substituted
in the prompt template for each specific query. For each task, we also provide a system prompt
(not shown here) that specifies the context for the LLM. Due to space constraints, the complete
prompt details are available in our publicly accessible repository [17].

Prompt 1: Source Abstraction Prompt

This is the test and each step is a JSON object. You should explain what this test does in a single paragraph. Don’t add
the details of the steps and keep it short but make sure to mention the exact values of inputs and texts. [...] Also explain
which step is the final step and which step makes the test complete and emphasize on the functionality that is under test.

Augmented Test Steps (Generated with Test Augmentor module from a test script)

Once the required prompt is created, the Source Test Agent consults the off-the-shelf LLM using
its provided API and collects the response. The following presents an example of the abstract source
test for the registration task of the DODuae app, which was described earlier in Section 2.

This test contains three oracles and evaluates the registration functionality of the "mobilapp.opencart.doduae”
app. It begins by verifying the presence of the dashboard element (oracle), then navigates to the "Me" section
(GUI event), and confirms the presence of the register button (oracle). The test proceeds by clicking the "Register"
button (GUI event), entering "sample@gmail.com” as the email address and "samplepassword" as the password
(GUI events), and clicking the "Register" button again (GUI event). The final step, which completes the test, is an
oracle that checks for the presence of the text "sample@gmail.com" to confirm successful registration.

3.2 Test Migration

In this phase, the abstract source test is transferred to the target app by dynamically exploring
and analyzing it. It involves the following interconnected components as shown in Figure 3: 1) Ul
Automator, which is responsible for communicating with the device running the target app to
collect information and execute commands on it, 2) Explorer component, which coordinates the main
logic of the transfer process, such as tracking the executed events and determining the transfer
completion, and 3) LLM Agent, which, as discussed in Section 3.1.2, is responsible for consulting
with the LLM.

The workflow of the test migration phase is performed as a repetitive loop, executing steps 1
to 6 depicted in orange in Figure 3. In each iteration of the loop, the goal is to find the optimal next
event executable in the target app such that the executed sequence in the target app is one step
closer to replicating the source test.

The dynamic exploration of the target app always starts from the initial screen that appears
when the app is first installed and launched. In the first step, the XML UI layout hierarchy rep-
resenting the elements in the current screen of the target app is captured by the UI Automator
component. Given that this layout hierarchy in its original form contains redundant information,
which makes it considerably large, the Ul Automator component processes it to clean the layout
hierarchy, retaining only the necessary elements identified based on their type. The final set of
retained elements includes 15 different widget types, including android.widget.EditText and
android.widget.ImageButton, that are widely used across Android apps. This set of widget types
is configurable in the tool.

The complete set can be found in our implementation [17], and if needed, extended.
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Fig. 5. An example of the screen analysis task performed by the screen analyzer sub-agent.

We refer to the processed layout hierarchy and a screenshot captured from the app screen as the
Current State of the app. The current state is the main source of information about the target app at
each step of the transfer process.

Once the app state is collected, it is passed to the Explorer component in the second step. If the
Explorer component detects that no previous steps have been executed on the target app, it simply
passes the app state to the LLM Agent to identify the optimal initial event to be executed on the
current state of the target app in step 3.

In order to detect the optimal event on the target app, the initial step is to understand the semantics
of the current app state, including the processed XML UI layout hierarchy and the app screenshot.
To achieve this, we have utilized the capabilities of LLMs, as they have demonstrated a strong under-
standing of structured texts such as XML and HTML [34, 40, 41, 83] and are capable of effectively
analyzing screenshots of web and mobile apps [103]. Specifically, this task is managed by the Screen
Analyzer sub-agent, as illustrated in Figure 5. The screen analyzer consults the LLM to analyze both
the XML layout hierarchy and the screenshot, matching the widgets within the hierarchy to the cap-
tured screenshot. Prompt 2 represents the specific prompt template used for the screen analysis task.

The outcome of the screen analysis task is an analysis report, which, as shown in Figure 5,
includes the key elements of the screen along with their locators, natural language functionalities,
and the potential actions they can support.

The rationale for using multimodal inputs for the screen understanding task is that relying
solely on the textual info obtained from the layout hierarchy can sometimes be insufficient, which
may lead to suboptimal event selection. For instance, consider the example of adding an entry
in a Todo app, demonstrated in Figure 5. In this case, two highlighted widgets exist with textual
attributes fab_add and fab_add_reminder, respectively. By only relying on textual information,
it can be ambiguous to determine which of the two widgets should be used to add a new task, since
the term "reminder" is often used interchangeably with "task" or "to-do" in the domain of to-do
apps. However, by incorporating the visual information from the captured screenshot, the screen
analyzer agent is able to use the images and icons and conclude that the functionality of the second
widget is to allow the user to add a reminder to a to-do item.

Prompt 2: Screen Analysis Prompt

The attached image is a screenshot of an Android application. Below is the XML representation of the same screenshot:
Current State (XML)
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Your task is to analyze both the image and the XML file. Describe the key widgets you observe in the screenshot and
match them to their corresponding XML elements. For each widget, indicate whether:

- It is clickable or long-clickable.

- It is an EditText field, allowing for text input (send_keys).

- Scrolling is possible within it.

And also explain what is the possible functionality of the widget. Be detailed in your descriptions and clearly highlight
the key widget behaviors.

Next, the LLM Agent, specifically the Initial Event Generator sub-agent, defines the initial action
selection task as a question-answering task and utilizes a specific prompt template for this task.
The variable input features for this task include: 1) The abstract source test, which guides the agent
in identifying the next best event; 2) the XML UI layout hierarchy, which provides information
about the existing elements in the target app; and 3) the screen analysis report generated in the
previous step. Prompt 3 provides the corresponding prompt template for the initial event selection
task. Note that in all the prompts presented in the paper, the sections of the prompts written in gray
serve as section headings and descriptive summaries. These elements do not exist in the original
prompt text but are included in the paper to provide the purpose and content of specific sections of
the prompts.

Prompt 3: Initial Event Selection Prompt

Abstract Source Test: This is a sequence of events intended to perform a user interface (UI) test on the source app

Source App Package Name application. We define it as a source test: Abstract Source Test

Task Definition: This part defines the role of a mobile test engineering assistant responsible for migrating automated
tests between Android applications. The focus is on ensuring compatibility with the target app, initializing properly,
and adapting test actions based on the target app’s current state.

You have the initial screen of the target application along with the source test definition above. Now, you are migrating
the source test to another application. Given this scenario, which event do you believe is the best to perform next? [...]

Event Definition: This section defines the types of events that can be used when migrating tests: GUI events interact
with the app’s interface, Oracle events check the state of the app, and System events handle system-level actions.

You can choose between three types of events: 1. GUI events 2. oracle events 3. system events

1. GUI events include event_type as GUL class of the element, resource-id of the element, action and other necessary
fields if they exist like text, hint, content-desc and naf. You should generate this event based on the current state of the
target application [...]

2. oracle events include event_type as oracle and the action which can be one of the

"wait_until_element_presence" or "wait_until_element_invisible". If you return an oracle event you just need to include
event_type and action fields not anything else. [...]

3. system events include event_type as system [...]

Application State: Here is the initial screen of the current application in XML format: Current State (XML)

Here is a description of the current state widgets: Screen Analysis Report (Generated from Screen Analyzer Agent)

Possible Actions: Instruction for Generating an Action

Note: Every action should be an array.

1. key_back: Press the system back button. Choose this action when test goal contains back press or back navigation.
example: ["key_back"]

(-]

9. wait_until_element_invisible: Use this oracle to validate that a particular element is not visible on the screen. The
selector type could be "xpath", "content-desc”, "id" (resource-id) and "text". you should just include an array inside the
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action field of the event, alongside with the event_type. First item inside the array is the action type, second one is the
wait time, third is the selector type and the last one is the selector value. Example: ["wait_until_element_invisible", 10,
"text”, "a sample text"]: Check if "a sample text" is not visible on the screen for 10 seconds.

The LLM Agent consults the LLM using Prompt 3 to create the initial optimal event, which is
expected to be in the JSON format, including the event triple (action, event_type, widget) defined
in Section 2. Examples for LLM responses that contain an event are shown in Figure 4. In order
to mitigate the challenge imposed by the non-determinism of LLMs, we took two specific actions
for all the action selection prompts. Firstly, we set the temperature parameter of the LLM to zero
to reduce its exploration abilities and make its responses more predictable. Second, to reduce the
impact of LLM hallucination, we used a majority algorithm to determine the final generated event.
This involves querying the LLM n times repeatedly for each task as a zero-shot prompt, leading to
the receipt of n responses in the form of JSON objects. In a JSON object, a key is a unique identifier
for a piece of data, and its corresponding value is the data itself. To generate the final event, the LLM
Agent includes only the keys that appear more than m times among the n received responses and
sets the value of these keys to the most frequently occurring value for each included key. Note that
m and n are configurable parameters that are set to 2 and 3, respectively, in our current evaluation.

Upon determining the initial event, the LLM Agent sends the generated event to the Explorer
component in step 4. The Explorer then records it as an executed event to keep track of it and sends
it to the UI Automator component (step 5), so that it can be executed on the target app, enabling it
to proceed to the next state (step 6).

It is important to note that not all the events generated by the LLM Agent are necessarily
executable or valid events. Consequently, executing the generated event on the target app may
result in one of four different scenarios: 1) The Ul event is successfully executed on the target app,
causing the target device to proceed to a new state, or the condition for the generated oracle event
is met on the target app. 2) The execution of a UI event or system event leads to an exception,
indicating it is not a valid event. This can have reasons such as invalid widget locators created by
LLM. 3) The condition for the generated oracle is not met in the app, which results in an exception.
4) The execution of a UI event will not raise any exceptions, however it will not result in any
changes in the target app, indicating it was not a useful step to be included in the target test. Next,
we discuss in detail the subsequent steps required to address each of these four scenarios.

Scenario 1 indicates a successful iteration of the migration loop. The migration loop continues to
iterate until all the source oracles are transferred to the target app or until a configurable threshold
of the number of target events is reached. This threshold is set to three times the number of source
test events in our current implementation. Note that, this end condition has the assumption that
tests typically conclude with an oracle event, which is often the case in practice. If the end condition
is not met, another iteration of the migration loop is initiated. In this scenario, the key difference
between the initial and the subsequent iteration is in the event selection prompt. For the subsequent
steps, the event selection prompt introduces an additional input feature to be integrated into each
query alongside the abstract source test, XML layout hierarchy, and screen analysis report, which
is the previously executed steps recorded by the Explorer component to guide the LLM Agent in
identifying the next optimal event.

One of the limitations of the existing test transfer techniques is their failure to handle input
value differences between the source and target applications. In real-world scenarios, The required
parameters might differ between the source and target apps. For example, some of the required
parameters for the source app may not be used in the target app, while some required parameters
in the target app may be missing in the source test. For instance, a source test exercising the
registration functionality in a shopping app might include a "ZIP code" field not needed in the target
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app, or the target app might require additional fields like "name" and "family name". Our approach
addresses these differences in input requirements by guiding the LLM to generate appropriate
values for input fields in case they are not available in the source test while skipping the unnecessary
existing input values. The LLM’s ability to create appropriate inputs that are not present in the
source test based on its understanding of the application’s context makes it highly useful for test
transfer in contrast to the existing similarity-based techniques, which rely solely on the existing
input values in the source test and face shortcomings when additional input values are required.

Additionally, during the event selection process, we incorporate a set of general guidelines,
referred to as hints, into the prompts. These hints are designed to help the LLM agent interact
more effectively with the application by using a set of specific rules. For instance, one of these
hints instructs the agent to ensure that all required fields in a form are filled in before submission.
Another hint instructs against selecting repeated actions. Furthermore, the "possible actions" section
of Prompt 4, provides additional instructions regarding action types, such as the possibility to
interchange swipe_right and long_click, across Android applications. We have ensured that all
the provided hints are general and contain no app-specific or scenario-specific details.

Prompt 4 demonstrates the prompt template for the next steps event selection task. Note that the
sections that do not contain detailed descriptions are identical to the sections explained in Prompt 3.

Prompt 4: Next Event Selection Prompt

Abstract Source Test

Performed Events: You have successfully performed these events in the target application so far (performed events

array): Performed Events (Captured by Explorer module)

Application State

Task Definition: This section outlines that during test migration, it is important to prioritize transferring oracle
events to verify the correct application state. While exact steps from the abstract source test don’t need to be followed,
actions should be adapted to the current state of the target app.

You are not required to transfer the exact steps in the test goal, just transfer the suitable ones based on the current state.

[-]
Event Definition

Values: In the target app, you may need to use specific values such as name, email, password, etc. Fill out all required
fields, but leave optional fields empty. Use the same values in confirmation fields (e.g., password and confirm password)
when required. If no specific values are provided in the test goal, generate random valid data based on the field names in
the target app. Always prioritize using values from the test goal if they match the field in the target app.

If there are no values to use inside the abstract source test generate random correct values based on the field name in
the target app but always prefer using values from the abstract source test for related fields.

Hints: This part provides general tips for handling events during test migration. Key guidelines include: Base your
actions on the "current_state". Only add oracle events when indicated in the "current_state". Avoid unnecessary actions
like sending keys to already-filled fields. Use attributes like text and class if resource-id is unavailable

Some steps and rules that you should follow:
- If you have already interacted with an element and have not reached the correct oracle, try another action on that
element or generate a completely new event. Do not repeat the same events in the already performed events array. [...]

Possible Actions
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Scenarios 2 and 3 occur when an invalid event is created by LLM, which are easily identifiable
by the UI Automator component. This is because executing these events on the target app results in
raising an exception. In these cases, again, another iteration of the migration loop begins. However,
since the previous iteration was unsuccessful, additional measures need to be taken by Explorer,
our primary coordinator, to address the failure. These measures are fourfold. First, the Explorer
component removes the previously generated event that resulted in an exception from the list of
executed events, as it should not be included in the final transferred test. Second, the Explorer
records this event as a dead-end event to ensure that it will not be mistakenly considered a valid
event in future iterations. It is important to note that dead-end events are saved based on the current
transfer step, as an event might be a dead-end in one step but not in another one. During step 5 of
the migration loop, the Explorer always checks to ensure that a suggested event by the LLM Agent
has not been previously identified as a dead-end event. Third, the Explorer backtracks one step
in the execution to undo the consequences of the last invalid generated event. The backtrack is
achieved by restarting the app, clearing the cache, and re-executing all recorded events except the
last invalid one. Finally, the Explorer needs to inform the LLM Agent that the generated event in
the previous iteration was invalid. This results in the LLM Agent utilizing a specific prompt, asking
the off-the-shelf LLM to repair its previous attempt.

Prompt 5 shows the sections of the repair event selection prompt that are different from Prompt 4.
This prompt specifically includes a feedback section that consists of the previously generated incor-
rect event and the exception that was raised as a result of executing that event. The rationale behind
including this feedback is based on prior research in program repair and analysis, which has shown
that LLMs have a strong ability to understand bugs and exceptions when they are provided with de-
tailed feedback [29]. Therefore, to enhance the handling of cases in which an exception is raised, we
use a Chain-of-Thoughts (CoT) approach by including the exception description and prior responses
within the prompt. This method has been shown to improve the reasoning capabilities of LLMs [90].

Prompt 5: Repair Event Prompt

Abstract Source Test + Performed Events + Application State

Feedback: You have been asked for generating an event, this is the last generated event and it has already been attempted

and failed, throwing an exception. This event should not be recommended again in your response: Last Wrong Event

This event is not correct because of this exception: Last Exception

Task Definition + Event Definition + Values

Hints: - If you have already interacted with an element and have not reached the correct oracle, try another action on
that element or generate a completely new event. Do not repeat the same events from the already performed events array.
- When your last wrong event is a send key action but the exception indicates that you cannot set the element and you
are interacting with the wrong element, you should try clicking on that element first before sending keys. Fix the last
wrong event by changing the action to click. [...]

Possible Actions

Scenario 4, where the execution of the generated event does not result in any changes in the
target app’s state, is not identifiable by the UI Automator as it does not raise an exception. To detect
this scenario, at the beginning of each migration loop iteration, the Explorer component compares
the target app state received from the Ul Automator with its previous state. If the two states are
identical, indicating that the generated event was not useful, the Explorer takes the same steps
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required for scenarios 2 and 3 mentioned above, including backtracking and utilizing the repair
event selection prompt (Prompt 5) in the iteration. To prevent the migration process from becoming
stuck on a specific screen and continuously generating invalid events, a threshold is established for
the number of incorrect events generated in each step of the transfer process. Upon reaching the
threshold of unsuccessful attempts, which is set to three attempts in the current implementation,
the Explorer initiates a backtrack. The last performed event is also removed from the executed
events in Explorer’s record, and it is marked as a dead-end event.

As previously mentioned, the migration loop continues until all the source oracles are transferred
to the target app. At this point, the Explorer creates the final output from the recorded executed
events, resulting in the generated target test. Note that the generated target test is presented as an
augmented test, which is in the form of a triple (action, event_type, widget), as discussed in Section 2.
In this representation, the widget attribute may contain different selectors, such as resource_id or
text, any of which can be used for widget interaction. As previously mentioned, the UI Automator
component is responsible for executing the events of the transferred test on the device which
includes prioritizing the widget selectors to be utilized for the event execution.

4 Evaluation

In this section, we detail the evaluation of LLMIGRATE, focusing on how effective it is in transferring
Ul tests across mobile apps. Our evaluation aims to answer the following four research questions:

RQ1. How effective is LLMIGRATE in accurately transferring UI tests across real-world mobile
apps?

RQ2. How useful are the tests transferred using LLMIGRATE?

RQ3. What are the time and cost implications of using LLMIGRATE for transferring tests?

RQ4. How practical is LLMIGRATE for transferring tests on today’s popular apps?

RQ5. How well does LLMIGRATE perform in transferring tests across apps that are not previously
seen by LLMs?

4.1 Experimental Setup

LLMIGRATE is designed to be platform-agnostic and, therefore, capable of transferring tests across
various devices and platforms. Our current implementation focuses on transferring tests across An-
droid apps. For our evaluation, we utilized the publicly available dataset introduced by the authors of
CrAFTDROID [58]. As shown in Table 1, this dataset contains tests from five different app categories:
Browser, To Do List, Shopping, Mail Client, and Tip Calculator. The advantages of utilizing this
dataset are two-fold. First, it enables the evaluation of our developed approach within the context
of real-world apps. Second, since this dataset has also been utilized as the benchmark for evaluating
the other existing test transfer techniques, such as CRAFTDROID [58], TEMDROID [97], TRASM [65],
and TREADROID [66], it enables us to effectively compare our technique against the state-of-the-art
approaches across various dimensions such as accuracy, usefulness, and performance.

It is important to note that we were unable to utilize the CRAFTDROID dataset in its original form
because, for some of the apps, the versions that were used in this dataset are no longer functional.
In these cases, we used an updated version of the apps, provided the following two constraints
hold: 1) a functional and supported version of the app is available, and 2) the update does not
alter the test flow from the original version utilized in the CRAFTDROID dataset, such as requiring
additional steps like CAPTCHA. In the cases where these conditions were not met, we removed
the non-functional app from the dataset. This resulted in reusing 19 out of the 25 apps from the
original CRAFTDROID dataset. Table 1 demonstrates the final set of the subject apps as well as the
versions used in our evaluation.
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Table 1. Subject apps.

Category c1-Browser c2-To Do List c3-Shopping  c4-Mail Client c5-Tip Calculator
Lightning (5.1) Minimal (1.2) Geek (2.3.7) K-9 Mail (6.603) Tip Calculator (1.1)
Apps Browser for Android (6.0) Clear List (1.5.6) Yelp (10.21.1) Mail.Ru (14.117.0) Tip Calc (1.11)
(Versions) Privacy Browser (2.1) To-Do List (2.1) myMail (14.97.0)  Simple Tip Calculator (1.2)
FOSS Browser (5.8) Shopping List (0.10.1) Tip Calculator Plus (2.0)
Firefox Focus (6.0) Free Tip Calculator (1.0.0.9)

Table 2. Test cases for the proposed functionalities.

Functionality #Test Average# Average#
Cases Total Events Oracle Events
c1/t1-Access website by URL 5 3.6 1.0
c1/t2-Website navigation involving back button 5 6.6 3.0
c2/t1-Add task 4 4.25 1.0
c2/t2-Add then remove task 4 6.75 2.0
c3/t1-Registration 2 14.5 5.0
c3/t2-Login with valid credentials 2 7.0 3.0
c4/t1-Search email by keywords 3 5.0 3.0
c4/t2-Send email with valid data 3 9.3 3.0
c5/t1-Calculate total bill with tip 5 3.8 1.0
c5/t2-Split bill 5 4.8 1.0
Total 38 5.9 2.0

In the resulting dataset, there are tests for validating at least two of the main functionalities
provided by apps in each category, as shown in Table 2. In the presented table, categories are
represented by ¢, and functionalities under tests are represented by t. For example, c1/t1 represents
the first tested functionality for the first app category, Browser, which is Access website by URL. We
conducted evaluations on a total of 120 transfers and manually evaluated the transfer results.

Our experiments were conducted using a Nexus 5X emulator running Android 6.0 (API 23),
aligning with CRAFTDROID’s evaluation for apps where the original versions were functional. For
the updated apps that are incompatible with this older version, we employed Nexus 6a emulators
running Android 10.0 (API 29). For our evaluation, we used GPT-4o0 as an off-the-shelf LLM provided
by OpenAl, which can perform reasoning across both visual and textual inputs. We selected this
model due to its reasonable cost and superior performance on reasoning and coding benchmarks
[78]. All tests were conducted through OpenAI’s AP, and to accurately measure the transfer time,
we tested across various internet connections and VPNs. The transfers were executed on a Mac
machine with an 8-core CPU, 10-core GPU, and 16GB of unified memory.

As discussed in Section 3, our approach has three adjustable parameters: 1) maximum wrong
tries at the Same Step, 2) total number of runs for majority voting (n), and 3) threshold for majority
voting to include a field (m). We empirically observed the best-performing values for all these
parameters and set them to 3, 3, and 2, respectively, in our evaluation.

4.2 RAQ1. Efficacy of LLMIGRATE

For evaluating the efficacy of LLMIGRATE, we utilize the precision and recall metrics introduced
and utilized by the existing research targeting test transfer [58, 66, 97]. Similar to the definition
utilized by the existing research, true positives (TP) are events in the transferred test that exist
in the ground truth. False positives (FP) are events in the transferred test that do not exist in the
ground truth. Finally, false negatives (FN) are events that exist in the ground truth but are not
present in the transferred test.

Table 3 presents a comparative analysis of the precision and recall metrics obtained by LLMIGRATE,
CrarTDROID [58] and TREADROID [66]. Consistent with prior research, we categorized all events
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into two main types: GUI events and oracle events, with system events classified under GUI events.
To ensure a fair and accurate comparison, we aimed to capture results achieved by the other
techniques that were derived solely from the 19 subject apps that are currently functional from the
CraFTDROID dataset, as shown in Table 1. This required the detailed analysis of each transferred test
for other techniques, similar to the process we used to analyze tests transferred by LLMI1GRATE. This
was possible for CRAFTDRoID and TREADROID, as the artifacts containing the transferred tests are
publicly available for CRAFTDROID, and we obtained the corresponding artifacts for TREADROID
upon communicating with the authors. This was not possible for TEMDRoID as the final transferred
tests are not publicly available, and we were unable to obtain the research artifacts that would
allow us to process it for a fair comparison, even after contacting the authors. Furthermore, we
were unable to successfully run TEMDROID as the implementation of certain components was not
publicly available. Consequently, for TEMDROID, we used the average metrics reported in their
paper. In this case, although the datasets are not identical, the comparison remains informative
since our dataset shares 82.6% (19 out of 23) of the apps. We have not included the metrics obtained
by TRASM [65] and ATM [27], as TREADROID previously benchmarked its obtained results against
these techniques and demonstrated superior performance across all metrics [66].

Note that there may be more than one correct ground truth in transferring a test from a source to a
target app. To this end, we manually inspected the transferred tests generated by all the transfer tech-
niques rather than automating the process to ensure a fair comparison between different techniques.

As demonstrated in Table 3, LLMIGRATE was able to achieve a total average precision of 98%
for GUI and 94% for oracle events. Similarly, LLMIGRATE achieved an average recall of 99% for
GUI events and 94% for oracle events. These results indicate that LLMIGRATE outperforms all the
existing techniques in both average precision and recall metrics for both GUI and oracle events in
total. Note that, due to the varying lengths of different scenarios, all reported average metrics are
calculated based on the total number of events within each category or across all transfers rather
than based on the achieved metric for each individual migration. Furthermore, a detailed analysis
of the results for each individual migration is presented in our publicly available repository [17].

Table 3. Comparative analysis of precision and recall score metrics achieved by LLMIGRATE, CRAFTDROID, and
TREADROID across different app categories and TEMDRoID’s average.

App Category  Approach Precision Recall
GUI Event Oracle Event GUI Event Oracle Event
LLMIGRATE 100 ( ) 100 ( ) 100 ( ) 100 ( )
Browser CRrRAFTDROID 90.54 100 98.52 97.50
TREADROID 100 100 100 100
LLMIGRATE  93.26 (17.9%) 97.22 (14.9%) 98.98 ( ) 97.22 (15.8%)
To Do List CRAFTDROID 83.48 92.30 78.44 80
TREADROID 85.39 91.42 98.70 91.42
LLMIGRATE 100 (155.2%) 5625 (127.7%) 96.87 (132.1%) 56.25 (123.4%)
Shopping CRAFTDROID 44 28.57 64.70 35.29
TREADROID 44.73 27.78 51.52 32.81
LLMIGRATE 100 (16.8%)  91.67 (18.3%) 100 (— %) 91.67 (18.3%)
Mail Client CRAFTDROID 64.70 83.33 68.75 83.33
TREADROID 93.18 100 95.34 100
LLMIGRATE 100 (15.0%) 100 ( ) 100 (14.0%) 100 ( )
Tip Calculator ~CRAFTDROID 71.78 75 88.15 73.17
TREADROID 94.94 100 95.91 89.74
LLMIGRATE 9839 (19.6%) 94.71 (13.1%)  99.53 (16.0%)  94.71 (15.7%)
CRAFTDROID 78.54 83.59 85.65 82.29
Total Average
TREADROID 88.77 91.58 93.52 87.44
TEMDROID 71 90 93 89
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For the app categories containing less complicated apps and test flows, such as the browser
category, the baseline method demonstrated successful transfer of all events and oracles, and LLMi-
GRATE was able to achieve similar performance. However, in more complex scenarios, we observe a
notable improvement over the baseline. This improvement is largely due to the LLMIGRATE’s more
advanced comprehension of screen elements, enabling it to surpass the limitations of one-to-one
event transfer.

Unlike GUI events for which we observed improvement in both precision and recall across all
app categories, we saw degradation in one category in these metrics for oracle events. Upon further
analysis of these cases, we realized that in these cases, many oracles are specifically designed to
confirm page accuracy prior to executing an action. When LLM can detect a widget on a page
and interact with it directly, sometimes it omits the necessary oracle transfers for verification
purposes. This may account for a decrease in oracle-related metrics in categories such as mail
applications. Earlier methods, which transfer events sequentially, transfer oracles at particular
steps, thus benefiting from consistent application flows and yielding marginally higher precision
and recall in oracle events. But this is not always the case, and LLMIGRATE design principles allow
it to achieve better performance on apps which have different flows.

4.3 RQ2. Usefulness of the Tests Transferred by LLMIGRATE

The usefulness of a test is defined by how helpful it is in reducing the manual effort for a human
tester. To measure usefulness, we utilized the reduction metric, defined by previous research in
this area [102]. This metric compares the manual effort required to write the ground truth test
from scratch to the effort required to manually transform the transferred test to be identical to
the ground truth test. The manual effort is defined as the Levenshtein distance [56] between the
sequence of events of the transferred and ground truth tests. The reduction metric is calculated
using the following equation: (# Ground Truth Events - Manual Effort) / (# Ground Truth Events).

Figure 6 presents the average reduction metric achieved by LLMIGRATE, CRAFTDROID, and
TREADROID across different app categories and in total. Similar to the analysis performed for
answering RQ1, we used the subset of the subject apps common across all approaches to ensure
a fair comparison and evaluated all the transferred tests manually. Again, we were unable to
include the reduction metric achieved by TEMDROID due to the unavailability of their artifacts and
not reporting the reduction metric on CRAFTDROID dataset in the corresponding publication. On
average, LLMIGRATE achieved 91% reduction, demonstrating that LLMIGRATE was able to eliminate
more than 91% of the manual effort required for writing tests, outperforming all the prior techniques
by almost 40% in total average.

In categories such as shopping, which involve more complex test cases to transfer, previous
research [58, 66] has shown a negative reduction metric, indicating that it can be more efficient
to write tests from scratch rather than rely on transfer methods followed by extensive manual
edits to the generated tests. This insight underscores the significance of metrics like reduction,
which directly reflect the decrease in manual effort, as opposed to focusing solely on precision and
recall of the transferred events. Since tools in this domain are fundamentally intended to transfer
complete tests to minimize manual work for test engineers, reduction serves as a more relevant
measure of a tool’s practical effectiveness.

In our evaluation of LLMIGRATE’s usefulness, we utilized another metric called the successful
transfer rate. This is a binary metric, assigned a value of 1 (100%) if the objective of the source test
is met in the transferred test and 0 (0%) if it is not. Detecting if the objective of the test is met is
done through manual inspection.

Figure 7 presents the successful transfer rate achieved by various techniques across different
app categories and in total. On average, LLMIGRATE was able to achieve a total of 97.5% successful
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Fig. 6. The reduction achieved by LLMiGRATE, CRAFTDROID, and TREADROID across various app categories.

transfer rate across all the 120 transfers. This means that, although the transferred test may have
additional extra steps not present in the ground truth or reach the objective via a path that was not
identical to our specific manually defined ground truth, 97.5% of the transferred tests successfully
met their objectives, including executing the required functionality and asserting the appropriate
conditions using the transferred oracles. This shows that LLMIGRATE was able to outperform the
existing technique with the highest successful transfer rate, TREADROID, by almost 10%. Again, for
TEMDRoOID, we were unable to obtain the exact value for this metric, but the total average success
rate reported in a subsequent work by the same authors [98] indicates a far inferior successful
transfer rate of 53%, which is 44% lower than LLMIGRATE.

4.4 RQ3.LLMIGRATE’s Performance and Cost Effectiveness

With respect to the required time to transfer a test from the source to the target app, LLMIGRATE
has significantly better performance than previous methods and transfers each test in 247 seconds
on average, which is 290 seconds and 5,120 seconds better than TEMDRoOID and CRAFTDROID,
respectively. While TREADROID does not report an exact average transfer time, an analysis of the
results reported in the paper suggests that it performs faster than CRAFTDROID but slower than
TEMbroID. Therefore, LLMI1GRATE outperforms TREADROID on the performance metric as well.

The main cost of LLMIGRATE is due to the usage of LLMs such as GPT-40. To calculate the
cost for each transfer, we tracked the tokens in each query during the transfer and computed the
accumulated cost of all of the queries as the total cost of one transfer. On average, each of the
transfers requires 118,600 input tokens and 5,180 output tokens, costing USD $0.70, which depends
on the length of the transferred test. On average, each of the transferred tests has 5.5 steps, and
each step costs USD $0.12.

100 97.50%100% 100% 96.00% 100% 100% 97.50%
Y 91.66% 91.66% saaa il
75.00% 8333k .
75 72.50% 76.6%%
54.17%
50.00% 53.00%
50
25.00%
25
o.oo%l
0

Browser Todo List Shopping Mail Client Tip Calculator Total
W CraftDroid B TREADroid LLMigrate [ TEMDroid Average

Fig. 7. The successful transfer rate achieved by LLMIGRATE, CRAFTDROID, TEMDROID, and TREADROID across
various app categories.

Proc. ACM Softw. Eng., Vol. 2, No. ISSTA, Article ISSTA098. Publication date: July 2025.



Automated Test Transfer across Android Apps using Large Language Models ISSTA098:17

4.5 RAQA4. Practical Usage of LLMIGRATE on Today’s Popular Apps

As presented in Section 4, LLMIGRATE achieved strong results on the CRAFTDRoOID dataset, which
is the primary benchmark used by existing test transfer techniques. However, since many apps
in this dataset are outdated or no longer supported, and given the rapid evolution of mobile
app development and workflows, we conducted a follow-up study to evaluate LLMIGRATE on
more recent, widely used real-world apps. This study aimed to broaden the evaluation scope and
address the dataset’s limitations, particularly in categories with fewer functional apps. We selected
additional up-to-date apps in the Browser, To Do List, Mail Client and Shopping categories. In each
case, we transferred existing CRAFTDROID tests to the new apps and measured precision, recall,
success rate, and reduction, as shown in Table 4. LLMIGRATE demonstrated strong performance
on this new set, achieving an average success rate of 98%, an average reduction score of 97%, and
an average transfer time of 238 seconds. These findings validate LLMIGRATE’s effectiveness in
adapting to modern app workflows and highlight the value of transferring tests from older apps to
reduce manual testing effort in current app development.

Table 4. Analysis of precision, recall, success, and reduction metrics achieved by LLMIGRATE, on new apps.

Precision Recall

App Download  Test GUI Event Oracle Event GUI Event Oracle Event Success  Reduction

. Mozilla Firefox [3] 100Ms cl-t1 100 100 100 100 100 100

cl-t2 100 100 100 100 100 100

ToDo [4] 10M+ c2-t1 100 100 100 100 100 100
c2-t2 91.66 88.88 91.66 88.88 100 90.63

DODuze [1] M+ c3-t1 100 30 100 37.5 100 50
c3-t2 100 66.67 100 66.67 100 77.78
Zalando [5] SOMs+ c3-t1 94.73 40 100 57.14 50 62.99
c3-t2 81.81 66.67 100 66.67 100 64.58

Fmail [2] 10M+ c4-t1 100 100 100 100 100 100
c4-t2 100 77.78 100 77.78 100 84.26

4.6 RQ5. Evaluating LLMIGRATE on Data Unseen by LLMs

Since LLMIGRATE leverages existing off-the-shelf LLMs like GPT-4o to transfer tests, it is important
to evaluate its effectiveness on apps and test cases that the LLM has not previously encountered.
This helps ensure that the promising results discussed earlier are not simply due to the LLM’s prior
familiarity with the subjects, and it also validates LLMIGRATE ’s applicability to future, unseen apps.
To do this, we took two key steps: selecting apps that were released after GPT-40’s knowledge cutoff
date of October 2023 [78], and manually writing new test cases for these apps rather than relying
on publicly available ones. We introduced five new app categories and, within each, selected three
recently released apps. For each category, we manually designed a representative usage scenario
and created corresponding tests, resulting in 30 total test transfers across these new apps.

Table 5 outlines the app categories, selected apps, and usage scenarios. Table 6 presents the
precision, recall, success rate, reduction, and transfer time metrics for these unseen test transfers.
On average, LLMIGRATE achieved 97% and 89% precision and 97% and 92% recall for GUI and
oracle events, respectively. Additionally, it reached a 93% average successful transfer rate and 88%
reduction score, consistent with the findings in earlier research questions. These outcomes confirm
that LLMIGRATE performs reliably on data that was not part of the LLM’s training set, supporting
the robustness of the approach.
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Table 5. Evaluation subjects used to verify LLMIGRATE’s applicability on data previously unseen to GPT-4o.

. Release . . # Total # Oracle
App Category Subject Apps Date Functionality Events Events
al-EMI Calculator & Financial [14] 9 Aug 2024
c6-EMI Calculator a2-Cash Loan EMI Calculator [8] 20 Jan 2025 t1-Add 3 entries and calculate the EMI 5.4 1
a3-EMI Calculator : Loan Planner [15] 1 Feb 2025
al-Google Gemini [16] 4Jun 2024  t1-Start a conversation asking a Yes/No question
c7-Al Chatbots a2-Deep Search - Al Chatbot [13] 30 Jan 2025 and verify the answer 3 2
a3-Chatbot - Al Smart Assistant [9] 16 Feb 2024
al-Ava Assistant - Movies & Shows [7] 29 Jan 2025
c8-Movies a2-200TV - Live TV Movies App [6] 16 Jan 2025 t1-Search for a movie and share the details 4.5 1
a3-ClipFix: Movie Shazam [10] 29 Aug 2024
al-Daily Notes - Easy Notebook [12] 1 Feb 2025
c9-Note a2-Notes - QuickNotes [20] 14 Jan 2024 t1-Add a note and search for it by its title 6.5 2
a3-Personal notes and tasks [21] 5 Jan 2025
al-Messages for SMS - DUAL SIM [18] 26 Dec 2024  t1-Search for a phone number and send a message
c10-Messenger a2-Messages: Text SMS [19] 29 Jan 2025 to the found recipient 5 2

a3-Color SMS: Message & Messenger [11] 26 Oct 2023

Table 6. Analysis of precision, recall, success, reduction, and transfer time metrics achieved by LLMIGRATE,
on unseen apps.

Category Test Precision Recall Successful ~ Reduction Transfer Time
GUI Event Oracle Event GUIEvent Oracle Event Transfer Rate

c6-t1 100 100 100 100 100 100 294.5
c7-t1 100 66.7 100 72.7 100 60 265.44
c8-t1 100 30 100 100 100 100 273.69
c9-t1 91.7 91.7 91.7 91.7 66.7 83.3 333.77
c10-t1 100 100 100 100 100 100 424.63

Average 97.8 89.6 97.8 92.8 93.3 88.6 318.41

5 Discussion

Our evaluation demonstrates that LLMIGRATE achieves high accuracy in transferring tests across
Android apps, outperforming existing solutions. However, we observed certain failure cases that
highlight limitations of the current approach. These include incorrect action selection by the LLM,
incomplete flow transfer where critical steps are omitted, and the insufficient oracles generation,
particularly for transitions. While these issues do not always prevent test execution, they can
compromise the correctness or completeness of the transferred tests. Readers can find specific
examples of these cases on the project repository [17].

Additionally, LLMIGRATE shares some common limitations with prior test transfer techniques.
Its performance is influenced by the accessibility and quality of Ul metadata in the target app,
particularly when meaningful attributes like resource-id or content-desc are missing. The tool
also struggles with transient UI elements such as toast messages, which may disappear before
they can be processed. Furthermore, certain events, like user registration, can be irreversible,
making it difficult to recover from partial failures. These challenges suggest directions for future
enhancements, such as incorporating visual analysis [30] or improving app state management.

6 Threats to Validity

An important threat to the validity of our work stems from our reliance on off-the-shelf LLMs such
as GPT-4o. These models produce responses that are not fully deterministic. Consequently, our
approach may also produce varying results for the same test, impacting the findings’ reproducibility.
We tried to address this threat by querying the LLM multiple times, as discussed in Section 3.2.
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Another threat to the validity of our evaluation comes from our inability to run the previous
test transfer tools. This is due to reasons such as the unavailability of parts of the source code [97]
and technical problems that are mainly due to changes and the lack of maintenance of existing
dependencies [58, 66]. As detailed in Section 4, to navigate this issue and offer a comparative
analysis, we utilized the publicly available CRAFTDROID dataset [58] previously used by existing
tools. A related threat arises from a small number of apps from the CRAFTDROID dataset [58] that
are deprecated. To mitigate this threat and ensure a fair comparison, for CRAFTDROID [58] and
TREADROID [66], which provided detailed evaluation results for individual transfers, we restricted
our comparison to the subset of apps from the dataset that are still functional. As discussed
in Section 4, for TEMDROID [97], we could not obtain detailed experimental results even after
contacting the authors. Due to the lack of available data, with respect to TEMDROID, we compared
the average numbers for each category, which can be a threat to validity.

Our tool leverages Appium and the Appium UiAutomator2 Driver [85] to interact with UI
elements. This driver follows the WebDriver standard [32], enabling a wide range of interac-
tions with the app UL However, since our tool builds on earlier approaches, we adopt a similarly
limited yet well-curated set of interactions. While we support all actions covered by previous
approaches—enhancing selector accuracy in the process—we do not provide full support for every
possible action.

7 Related Works

The most relevant group of works targets transferring tests from one Android app to another,
similar to LLMIGRATE. Behrang et al. [26, 27] and Lin et al. [58] proposed ATM and CRAFTDROID,
which rely on app analysis and NLP techniques to transfer tests across different Android apps
within the same domain. ApPFLOW [44] is a machine learning-based approach that utilizes screen
and widget classification to generate Ul tests for an app using a library of existing tests. Liu et
al. [65, 66] proposed adaptive semantic matching strategies for test transfer. Yu et al. [97] have
recently proposed TEMDRoOID, a semantic matching-based approach for test transfer that leverages
dynamic analysis and Siamese networks. Zhao et al. [102] proposed FRUITER, a framework for
automatically evaluating the previous test transfer approaches. Mariani et al. [74] presented a study
on techniques for semantic matching of GUI events used by existing test reuse approaches. Khalili
et al. proposed SEMFINDER [52], an approach that assesses different configurations for mapping
UI events across apps based on their textual information but does not focus on the test transfer
problem as a whole. Mishra et al. [76] extended SEMFINDER by incorporating visual information
into the event mapping technique.

Most of the techniques mentioned above that directly target test transfer rely on similarity-based
matching between the events of source and target apps. These approaches can be highly effective
in cases where the source and target apps have similar workflows for the functionality under test.
However, as research work showed [102], in practice, due to the inherent differences between apps
even within the same domain, relying solely on event-by-event similarity-based matching may not
result in useful transferred tests. In contrast with these techniques, LLMIGRATE addresses the test
transfer holistically and does not depend on event-by-event similarity-based matching.

Another group of recent works targets a slightly different problem, focusing on many-to-one Ul
test transfers. MIGRATEPRO [99] is a technique that aims to improve UI test transfer by generating
a new test from multiple tests that have already been migrated to the target app from various
source apps. MIGRATEPRO is not a transfer technique itself, and it improves tests transferred by an
existing transfer technique. Future research can explore using tests transferred by LLMIGRATE as
input for MIGRATEPRO to assess potential improvements. Another recent work, MACDROID [98],
uses LLMs to create tests for a new target app using an abstract test logic created from multiple
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source tests targeting the same functionality on different apps. Note that compared to one-to-one
transfer, many-to-one transfer is a less challenging problem due to the availability of more data,
such as multiple different flows in various apps that can be more similar to the intended flow in
the target app. However, in practice, there often are not multiple compatible tests for the same
functionality available that can be used for transfer, which limits the practicality of these techniques.
Furthermore, unlike LLMIGRATE, which employs multimodal LLMs and utilizes both visual and
textual information for UI understanding tasks, MACDRoOID relies solely on textual data, which
can lead to certain limitations, as discussed in Section 3. A more detailed comparison of the two
approaches is not possible due to the unavailability of the implementation and artifacts relevant to
this technique at the time of publication.

There exists another group of relevant research work that targets transferring UI tests across
different platforms. TESTMIG [79] and MAPIT [84] have targeted test transfer across Android
and iOS apps. Ji et al. [47] conducted a comprehensive study on vision-based widget mapping for
cross-platform GUI test migration. In the context of web apps, Rau et al. [80] proposed an approach
for efficiently generating UI tests by learning from the existing tests of other apps. Mariani et
al. [73] proposed an approach that automatically exploits the common functionalities of Java apps
to generate Ul tests. TRANSDROID [60] has transferred tests from a web app to its Android version
by making use of a navigation graph and the textual data of the events and widgets involved in
them. MUT [38] is a technique for transferring GUI tests of one web app to another using NLP
methods.

Another group of related research focuses on bug reproduction in Android apps [87, 100, 101].
Note that although these works and test migration efforts both aim to execute a sequence of events
in an Android app, the problems differ in two important aspects: (1) One of the biggest challenges of
test migration comes from the differences in the flow of executed steps for a scenario between the
source and target app. However, this issue does not exist in bug reproduction since the bug report
belongs to the same app. (2) Test transfer also involves the challenge of accurately transferring and
creating oracle events, which is a complexity that is not a part of the bug reproduction task.

Finally, several recent publications [37, 45, 48, 50, 51, 67-69, 91, 93, 94] have explored the applica-
tion of LLMs to advance mobile testing. However, none of these techniques address the automated
transfer of existing usage-based tests across apps with similar functionality.

8 Conclusion and Future Work

This paper has presented LLMIGRATE, a technique that relies on multimodal LLMs for transferring
usage-based Ul tests across Android apps. In our extensive evaluation covering five app categories,
LLMIGRATE was able to successfully transfer 97% of tests and reduce more than 90% of the total
manual work required for writing UI tests.

Potential future areas of work can target expanding our technique, particularly for development
across various platforms such as Web and i0S, which promises to yield significant time savings in
end-to-end test development and maintenance. Another possible research direction is the study of
how integrating the approaches [30] that enhance app accessibility can improve the applicability
of techniques such as LLMIGRATE on non-accessible apps.

9 Data Availability

LLMIGRATE’s implementation and all of our research artifacts are available publicly [17].
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