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Abstract. The practical portability of a simple version of matrix mul-
tiplication is demonstrated. The multiplication algorithm is designed to
exploit maximal and predictable locality at all levels of the memory hi-
erarchy, with no a priori knowledge of the specific memory system orga-
nization for any particular machine. By both simulations and execution
on a number of platforms, we show that memory hierarchies portabil-
ity does not sacrifice floating point performance; indeed, it is always a
significant fraction of peak and, at least on one machine, is higher than
the tuned routines by both ATLAS and vendor. The results are obtained
by careful algorithm engineering, which combines a number of known
as well as novel implementation ideas. This effort can be viewed as an
experimental case study, complementary to the theoretical investigations
on portability of cache performance begun by Bilardi and Peserico.

1 Introduction

The ratio between main memory access time and processor clock cycle has been
continuously increasing, up to values of a few hundreds nowadays. The increase in
Instruction Level Parallelism (ILP) has been a significant feature: current CPUs
can issue four/six instructions per cycle and the cost of a memory access is an
increasingly high toll on overall performance of super-scalar/VLIW processors.
The architectural response has been an increase in the size and number of caches,
with a second level being available on most machines, and a third level becom-
ing now popular. The memory hierarchy helps performance only to the extent to
which the computation exhibits data and code locality. The necessary amount of
locality becomes greater with steeper hierarchies, an issue that algorithm design
and compiler optimization increasingly need to take into account. A number of
studies have begun to explore these issues. An early paper by Aggarwal, Alpern,
Chandra, and Snir [1] introduced the Hierarchical Memory Model (HMM) of
computation, as a basis to design and evaluate memory efficient algorithms (ex-
tended in [35,3]). In this model, the time to access a location z is a function
f(x); the authors observe that optimal algorithms are achieved for a wide family
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of functions f. More recently, similar results have been obtained for a different
model, with automatically managed caches [22]. The optimality is established
by deriving a lower bound to the access complexity Q(S), i.e., to the number
of accesses that necessarily miss any given set of S memory locations. Lower
bounds techniques were pioneered in [28] and recently extended in [6,9]; these
techniques are crucial to establish the existence of portable implementations for
some algorithms, such as matrix multiplication. The question whether arbitrary
computations admit optimally portable implementations has been investigated
in [7,8]. Even though the answer is generally negative, the computations that
admit portable implementations do include relevant classes such as linear algebra
kernels ([29, 30]).

This work focuses on matrix multiplications algorithms with complexity
O(n?®) (rather than O(n!°827) [36] or O(n?37%) [14]) investigating the impact
on performance of data layout, latency hiding, register allocation, instruction
scheduling, instruction parallelism, (e.g., [39,10,16-18])! and their interdepen-
dences. The interdependence between tiling and sizes of caches is probably the
most investigated [31,34,41,32,43,23,17]. For example, vendor libraries (such
as BLAS from SGI and SUN) exploit their knowledge of the destination platform
and determine very efficient routines, but non optimally portable across differ-
ent platforms. Automatically tuned packages (see [39,10] matrix multiply and
[21] FFT) measure machine parameters by interactive tests and then produce
machine tuned code. This approach achieves optimal performance and porta-
bility at the level of package, rather than the actual application code. Another
approach, called auto-blocking, has the potential to yield portable performance
for the individual code. Informally, one can think of a tile whose size is not de-
termined by any a priori information but arises automatically from a recursive
decomposition of the problem. This approach has been advocated in [25], with
applications to LAPACK, and its asymptotic optimality is discussed in [22]. Our
fractal algorithms belong to this framework. Recursion-based algorithms often
exploit various features of non-standard layouts, recursive layouts ([13,12, 38, 20,
40, 26,19]). Conversion from and to standard (i.e., row-major and column-major)
layouts introduces O(n?) overheads?. Recursive algorithms are often based on
power of two matrixes (with padding, overlapping, or peeling) because of clo-
sure properties of the decomposition and a simple index computation. In this
paper, we use a non-padded layout for arbitrary square matrices, thus saving
space and maintaining the conceptual simplicity of the algorithm, while devel-
oping an approach to burst the recursion and save index computations. Register
allocation and instruction scheduling are still bottlenecks ([17,39]); for recursive
algorithms the problem is worse because no compiler is capable of unfolding the
calls in order to expose larger sets of operations to aggressive optimizations. We
propose a pruning of the recursion tree to circumvent this problem.

! See [41, 42,23, 4,11, 31] for more general locality approaches suitable at compile time
and used for linear algebra kernels.

%2 The overheads are negligible, except for matrices small enough for the n?/n? ratio
to be insignificant, or large enough to require disk access.



Our approach, hereafter fractal approach, combines a number of known ideas
and techniques as well as some novel ones to achieve the following results.

1) There exists a matrix multiplication implementation for modern ILP ma-
chines achieving excellent, portable cache performance, and we show it through
simulations of 7 different machines. 2) The overall performance (FLOPS) is very
good in practice, and we show it by comparison with the upper bound implied
by peak and performance of the best known code (Automatically Tuned Lin-
ear Algebra Software, ATLAS, [39]). 3) While the main motivation to develop
the fractal approach was provided by the goal of portability, at least on some
machines such as the R5000 IP32, the fractal approach yields the fastest known
algorithms. Among the techniques we have developed, those in Sections 2.2 and
2.3 lead to efficient implementations of recursive procedures. They are espe-
cially worth mentioning because they are likely to be applicable to many other
hierarchy-oriented codes. In fact, it can be argued with some generality that re-
cursive code is naturally more conducive to express temporal locality than code
written in the form of nested loops. Numerical stability is not considered in this
paper (Lemma 2.4.1 resp. 3.4 in [24] resp. [27]).

2 Fractal Algorithms for Matrix Multiplication

We use the following recursive layout of an m xn matrix A into a one-dimensional
array a of size mn. If m = 1, then a[h] = agp, for h=10,1,...,n—1. If n =1,
then a[h] = apg, for h =0,1,...,m— 1. Otherwise, a is the concatenation of the
layouts of the blocks Ag, A1, A2, and Az of the following balanced decomposition.
Ag={aij :0<i<[m/2],0<j < [n/2]}, A1 ={ai; : 0<i< [m/2],[n/2] <
j<n} Ay ={ay: [m/2] <I<m,0<j< [n/2]} and Ag = {a : [m/2] <
i <m,[n/2] <j<mn}. Amxn matrix is said near square when |n —m| < 1. If
A is a near-square matrix, so are the blocks Ag, A1, Ao, and A3z of its balanced
decomposition. Indeed, a straightforward case analysis (m =n—1,n,n+1and m
even or odd) shows that, if |n —m| < 1 and S = {|m/2], [m/2], [n/2], [n/2]},
then max(S) — min(S) < 1. The fractal layout just defined can be viewed as
a generalization of the Z-Morton layout for square matrixes [12], [20] or as a
special case of the Quad-Tree [19] layout.

We introduce now the fractal algorithms, a class of procedures all variants
of a common scheme, for the operation of matrix multiply-and-add (MADD)
C = C + AB, also denoted C+ = AB. For near square matrices, the fractal
scheme to perform C+ = AB is recursively defined as follows, with reference to
the above balanced decomposition.

fractal(A4, B, C)

— If |A| = |B| =1, then C = C + A x B (all matrices being scalar).
— Else, execute - in any serial order - the calls fractal(A', B’,C") for
(A’a B’a C’) € {(AO: BO: CO): (Ala B23 CO): (A(], Bla Cl)a (Ala B3: Cl)a
(A2, By, C2), (A3, B2, C2), (A2, B1,Cs), (A3, B3, C3)}

Of particular interest, from the perspective of temporal locality, are those order-
ings where there is always a sub-matrix in common between consecutive calls,



which increases data reuse. The problem of finding such orderings can be formu-
lated by defining an undirected graph. The vertices correspond to the 8 recursive
calls in the fractal scheme. The edges join calls that share exactly one sub-matrix
(observe that no two calls share more than one sub-matrix). This graph is eas-
ily recognized to be a 3D binary cube. An ordering that maximizes data reuse
corresponds to an Hamiltonian path in this cube (See Fig. 1).

CAB-fractal ABC-fractal

Fig. 1. The cube of calls of the fractal scheme: the Hamiltonian path defining CAB-
fractal and ABC-fractal.

Even when restricting our attention to Hamiltonian orderings, there are many
possibilities. The exact performance of each of them depends on the specific
structure and policy of the machine cache(s) in a way too complex to eval-
uate analytically and too time consuming to evaluate experimentally. In this
paper, we shall focus on two orderings: one reducing write misses and one reduc-
ing read misses. We call CAB-fractal the algorithm obtained from the fractal
scheme when the recursive calls are executed in the following order: (Ag,Bo,Co),
(A1,B2,Co), (A1,Bs,Ch), (Ao, Bi1, C1), (A2, B1, C3), (As, Bs, C3), (As,B2,C2), (As,
By, C>). The label “CAB” underlines the fact that sub-matrix sharing between
consecutive calls is maximum for C' (4 cases), medium for A (2 cases), and
minimum for B (1 case). It is reasonable to expect that CAB-fractal will tend
to better reduce write misses, since C' is the matrix being written. In a simi-
lar vein, but with a stress on reducing read misses, we consider the algorithm
ABC-fractal obtained from the fractal scheme when the recursive calls are ex-
ecuted in the following order: (Ao, By, Co), (Ao, B, Cl), (AQ, By, Cg), (Az, By, Cz),
(AS, B2, 02), (A3, B3, 03), (Al, B3, Cl), (Al, Bz, CO).

2.1 Cache Performance

Fractal multiplication algorithms can be implemented with respect to any mem-
ory layout of the matrices. For an ideal fully associative cache with least recently
used replacement policy (LRU) and with cache lines holding exactly one matrix
entry, the layout is immaterial to performance. The fractal approach exploits
temporal locality for any cache independently of its size s (in matrix entries).
Indeed, consider the case when at the highest level of recursion all calls use ma-
trix blocks that fit in cache simultaneously. Approximately, the matrix blocks
are of size s/3. Each call load will cause about s misses. Each call computes up to
(V/3/3)® = 5y/5/3+/3 scalar MADDs. The ratio misses per FLOP is estimated
as = (3v/3(/(2v/s) ~ 2.6/+/s. (This is within a constant factor of optimal,
Corollary 6.2 [28].)



For a real machine, the above analysis needs to be refined, keeping into ac-
count the effects of cache-line length ¢ (in matrix entries) and a low degree of
associativity. Here, the fractal layout, which stores relevant matrix blocks in con-
tiguous memory locations, takes full advantage of cache-line effects and has no
self interference for blocks that fit in cache. The misses per flop is estimated as
= 2.6v/¢+/s, where v accounts for cross interference between different matri-
ces and other fine effects not captured by our analysis. In general, for a given
fractal algorithm, v will depend on matrix size (n), relative fractal arrays posi-
tions in memory, cache associativity and, sometimes, register allocation. When
interference is negligible, we can expect v = 1.

2.2 The Structure of the Call Tree

Pursuing efficient implementations for the fractal algorithms we face the usual
performance drawbacks of recursion: overheads and poor register utilization (due
to lack of code exposure to the compiler). To circumvent such drawbacks, we
carefully study the structure of the call tree.

Definition 1. Given a fractal algorithm A, its call tree T = (V, E) w.r.t. input
(A, B,C) is an ordered, rooted tree defined as follows. V' contains one node for
each call. The root of T corresponds to the main call fractal(A,B,C). The or-
dered children vi,va,...,vs of an internal node v correspond to the calls made
by v in order of execution.

If Aism xn and B is n x p, we shall say that the input is of type < m,n,p >.
If one among m, n, and p is zero, then we shall say that the type is empty and
use also the notation < () >. The structure of T is uniquely determined by type
of the root. We focus on square matrices, i.e. type < n,n,n > for which the tree
has depth [logn] + 1 and it has 8M°871 leaves. n® leaves have type < 1,1,1 >
and correspond (from left to right) to the n® MADDs of the algorithm. The
remaining leaves have empty type. Internal nodes are essentially responsible for
performing the problem decomposition; their specific computation depends on
the way matrices are represented. An internal node has typically eight non-
empty children, except when its type has at least one components equal to 1,
eg., < 2,1,1 > or < 2,2,1 >, in which the non empty children are 2 and 4,
respectively. While the call tree has about n® nodes, most of them have the
same type. To deal with this issue systematically, we introduce the concept of
type DAG. Given a fractal algorithm A, an input type < m,n,p >, and the
corresponding call tree T = (V, E), the call type DAG D = (U, F) is a DAG,
where the arcs with the same source are ordered, such that: 1) U contains exactly
one node for each type occurring in 7', the node corresponding to < m,n,p >
is called the root of D; 2) F contains, for each u € U, the ordered set of arcs
(u,w1),- .., (u,wg), where wy, ..., ws are the types of the (ordered) children of
any node in T" with type u. See Figure 2 for an example. Next, we study the size
of the call-type DAG D for the case of square matrix multiplication. We begin
by showing that there are at most 8 types of input for the calls of a given level
of recursion.



<17,17,17>

<9,9,9> <9,8,9> <9,Q,8> <8,8,9> <89,

8> <9,88> <899> <888> Level 1

<555> <545> <554> <44,5> <454> <5

<222> <21,2> <2,2,1> <1;i,2><1,2,1> <211> <122> <1,11> Level 4

Fig. 2. Example of call-type DAG for Matrix Multiplication < 17,17,17 >

Proposition 1. For any integersn > 1 and d > 0, let ng be defined inductively
asng =n and ngr1 = [nq/2]. Also, for any integer ¢ > 1, define the set of types
Y(g) = {< r,s,t> rs,te€{qq—1} }. Then, in the call tree corresponding
to a type < n,n,n >, the type of each call-tree node at distance d from the root
belongs to the set Y(ng), for d =0,1,...,[logn].

Proof. The statement trivially holds for d = 0 (the root), since < n,n,n >€
Y(n) = Y(ng). Assume now inductively that the statement holds for a given
level d. From the closure property of the balance decomposition and the recursive
decomposition of the algorithm, it follows that all matrix blocks at level d+1 have
dimensions between |(ng — 1)/2| and [ng4/2]. From the identity |(ng—1)/2] =
[ng/2] — 1, we have that all types at level d + 1 belong to Y ([n4/2]) = Y (ngt1)-

Now, we can give an accurate size estimate of the call-type DAG.

Proposition 2. Let n be of the form n = 2Fs, with s odd. Let D = (U, F)
be the call-type DAG corresponding to input type < n,n,n >. Then, |U| <
k+1+8([logn] — k).

Proof. 1t is easy to see that, at level d = 0,1, ...,k of call tree nodes have type
< ng,ng,ng >, with ng = n/2%. For each of the remaining ([logn] — k) levels,
there are at most 8 types per level, according to Proposition 1.

Thus, we always have |U| = O(logn), with |U| =logn + 1 when n is a power of
two, with |U| = 8[logn] when n is odd, and with |U| somewhere in between for
general n.



2.3 Bursting the Recursion

If v is an internal node of the call tree, the corresponding call receives as input a
triple of blocks of A, B, and C, and produces as output the input for each child
call. When matrices A, B, and C are fractally represented by the corresponding
one-dimensional arrays a, b, and ¢, the input triple is uniquely determined by
the type < r,s,t > and by the initial positions 4, j, and k of the blocks in their
respective arrays. Specifically, the block of A is stored in afi,...,i + rs — 1],
the block of B is stored in b[j,...,j + st — 1], and the block of C' is stored in
clk,...,k + rt — 1]. The call at v is then responsible for the computation of
the type and initial position of the sub-blocks processed by the children. For
example, for the A-block r x s starting at i, the four sub-blocks have respective
dimensions [r/2] x [s/2], [r/2] x |s/2], [r/2] x [s/2], and |r/2] x |s/2]. They also
have respective starting points ig, i1, iz, and iz, of the form i, = i + Aip, where:
Aig = 0, Aiy = [r/2][s/2], Aia = [r/2]s, Ais = Ais + |r/2]|[s/2]. In a similar
way, one can define the analogous quantities j, = j + Ajp for the sub-blocks
of B and k = k + Ak for the sub-blocks of C, for h = 0,1,2,3. During the
recursion and in any node of the call tree, every A value is computed twice.
Hence, a straightforward implementation of the fractal algorithm is bound to be
rather inefficient. Two avenues can be followed, separately or in combination.
First, rather than executing the full call tree down to the n® leaves of type <
1,1,1 >, one can execute a pruned version of the tree. This approach reduces the
recursion overheads and the straight-line coded leaves are amenable to aggressive
register allocation, a subject of the next section. Second, the integer operations
are mostly the same for all calls. Hence, these operations can be performed in
a preprocessing phase, storing the results in an auxiliary data structure built
around the call-type DAG D, to be accessed during the actual processing of the
matrices. Counting the number of instructions per node, we can see a reduction
of 30%.

3 Register Issues

The impact of register management on overall performance is captured by the
number p of memory (load or store) operations per floating point operation, re-
quired by a given assembly code. In a single-pipeline machine with at most one
FP or memory operation per cycle, 1/(1+ p) is an upper limit to the achievable
fraction of FP peak performance. The fraction lowers to 1/(1+ 2p) for machines
where MADD is available as a single-cycle instruction. For machines with paral-
lel pipes, say 1 load/store pipe every f FP pipes, an upper limit to the achievable
fraction of FP peak performance becomes max(1, fp), so that memory instruc-
tions are not a bottleneck as long as p < 1/f. In this section, we explore two
techniques which, for the typical number of registers of current RISC processors,
lead to values of p approximately in the range 1/4 to 1/2. The general approach
consists in stopping the recursion at some point and formulating the correspond-
ing leaf computation as a straight-line code. All matrix entries are copied into a
set of scalar variables, whose number R is chosen so that any reasonable compiler



will permanently keep these variables in registers (scalarization). For a given R,
the goal is then to choose where to stop the recursion and how to sequence the
operations so as to minimize p, i.e., to minimize the number of assignments to
and from scalar variables.

We investigated and implemented two different scalar replacements: Fractal
Sequence “inspired” by [20] and C-tiling sequence inspired by [39] (see [5, 33] for
a full description).

4 Experimental Results

We have studied experimentally both the cache behavior of fractal algorithms,
in terms of misses, and the overall performance, in terms of running time.

4.1 Cache Misses

The results of this section are based on simulations performed (on an SPARC Ul-
tra 5) using the Shade software package for Solaris, of Sun Microsystems. Codes
are compiled for the SPARC Ultra2 processor architecture (V8+, no MADD op-
eration available) and then simulated for various cache configurations, chosen to
correspond to those of a number of commercial machines. Thus when we refer,
say, to the R5000 IP32, we are really simulating a ultra2 CPU with the memory
hierarchy of the R5000 IP32.

In fractal codes, (i) the recursion is stopped when the size of the leaves is
strictly smaller than problem < 32,3232 >; (ii) the recursive layout is stopped
when a sub-matrix is strictly smaller than 32x 32; (iii) the leaves are implemented
with C-tiling register assignment using R = 24 variables for scalarization (this
leaves the compiler 8 of the 32 registers to buffer multiplication outputs before
they are accumulated into C-entries). The leaves are compiled with cc WorkShop
4.2 and linked statically (as suggested in [39]). The recursive algorithms, i.e.
ABC-Fractal and C AB-Fractal, are compiled with gce 2.95.1.

We have also simulated the code for ATLAS DGEMM obtained by instal-
lation of the package on the Ultra 5 architecture. This is used as another term
of reference, and generally fractal has fewer misses. However, it would be unfair
to regard this as a competitive comparison with ATLAS, which is meant to be
efficient by adapting to the varying cache configuration. We have simulated
7 different cache configurations (Table 1); we use the notation: I= Instruction
cache, D=Data cache, and U=Unified cache. We have measured the number
u(n) of misses per flop and compared it against the value of the estimator (Sec-
tion 2.1) p(n) = 2.6v(n)/(£y/s), where s and £ are the number of (64 bit) words
in the cache and in one line, respectively, and where we expect values of v(n)
not much greater than one. In Table 1, we have reported the value of ©(1000)
measured for CAB-fractal and the corresponding value of y(1000) (last column).
More detailed simulation results are given in [5]. We can see that v is generally
between 1 and 2; thus, our estimator gives a reasonably accurate prediction of
cache performance. This performance is consistently good on the various config-
urations, indicating efficient portability. For completeness, in [5], we have also



Table 1.

Summary of simulated configurations

Simulated |Conf. Size (Bytes/s)|Line (Bytes,e) |Assoc./writePol|p(1000)/
~(1000)

SPARC 1 U1|64KB / 8K |16B / 2 1 / through |(2.65e-2 / 1.84
SPARC 5 I11{16KB 16B 1/

D1|8KB / 1K 16B / 2 1 / through |[5.96e-2 / 1.47
Ultra 5 I11{16KB 32B 2/

D1|16KB / 2K |32B / 4 1 / through |2.51e-2 / 1.75

U2|2MB / 256K |64B / 8 1 / back 1.05e-3 / 1.66
R5000 TP32 11|32KB 32B 2 / back

D1|32KB /4K |32B / 4 2 / back 1.06e-2 / 1.04

U2|512KB / 64K |32B / 4 1 / back 3.61e-3 / 1.42
Pentium II I1|16KB 32B 1/

D1|16KB / 2K |32B / 4 1 / through |(2.50e-2 / 1.74

U2|512KB / 64K |32B / 4 1 / back 3.98e-3 / 1.57
HAL Station 11{128KB 128B 4 / back

D1|128KB / 16K|128B / 16 4 / back 2.65e-3 / 2.09
ALPHA 11|8KB 32B 1/
21164 D1|8KB / 1K 32B / 4 1 / through |(3.75e-2 / 1.85

U2|96KB / 12K |32B / 4 3 / back 5.81e-3 / 0.99

reported simulation results for code misses: although these misses do increase
due to the comparatively large size of the leaf procedures, they remain negligible
with respect to data misses.

4.2 MFLOPS

While portability of cache performance is desirable, it is important to explore the
extent to which it can be combined with optimizations of CPU performance. We
have tested the fractal approach on four different processors listed in Table 2. We
always use the same code for the recursive decomposition (which is essentially
responsible for cache behavior). We vary the code for the leaves, to adapt the
number of scalar variables R to the processor: R = 24 for Ultra 5, R = 8 for
Pentium II, and R = 32 for SGI R5K IP32 and HAL Station. We compare
the MFLOPS of fractal algorithms in double precision with peak performance
and with the performance of ATALS-DGEMM, if available. Fractal achieves
performances comparable to those of ATLAS, being at most 2 times slower
on PentiumII (which is not a RISC) and a little faster on SGI R5K. Since no
special adaptation to the processor has been performed on the fractal codes,
except for the number of scalar variables, we conclude that the portability of
cache performance can be combined with overall performance. More detailed
running time results are reported in [5]

5 Conclusions

In this paper, we have developed a careful study of matrix multiplication im-
plementations, showing that suitable algorithms can efficiently exploit the cache



Table 2. Processor Configurations

Processor Ultra 2i (uitra 5) |PentiumII R5000 (IP32) |HAL Station
Registers 32 64-bit 8 80-bit 32 64-bit 32 64-bit
Structure register file stack file register file register file
Multiplier Adder distinct distinct single FU single FU
FP Lat.(cycles)y |3 8 2 4

Peak (mrLoPS) 666 400 360 200

Peak of CAB-Fr. /

matrix size

425 [ 444 x 444

187 /400 x 400

133 / 504 x 504

168 / 512 x 512

Peak of ATLAS / ma-

455 / 220 x 220

318 / 848 x 848

113 / unknown

not available

trix size

hierarchy without taking cache parameters into account, thus ensuring porta-
bility of cache performance. Clearly, performance itself does depend on cache
parameters and we have provided a reasonable estimator for it. We have also
experimentally shown that, with a careful implementation of recursion, high
performance is achievable. We hope the present study will motivate extension in
various directions, both in terms of results and in terms of techniques. In [15], we
have already used the fractal multiplication codes and recursive code optimiza-
tions of this paper to obtain implementation of other linear algebra algorithms,
such as those for LU decomposition of [37], with overall performance higher than
other multiplication-based algorithms.
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